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In the realm of computer programming, simulation plays a pivotal role in understanding complex systems, conducting experiments, and making informed decisions. SimPy, short for Simulation Python, is a powerful and versatile simulation framework that allows developers and researchers to create and analyze discrete-event simulations using Python. Whether you’re a novice or an experienced programmer, SimPy offers an intuitive and efficient way to model and simulate various scenarios, making it an indispensable tool in a wide range of fields, from operations research to logistics, and from epidemiology to manufacturing.

This is going to be an extensive n part series on becoming proficient with simpy.

**What is SimPy?**

SimPy is an open-source Python library designed for modeling and simulating discrete-event systems. It provides the building blocks for creating simulations, allowing you to model the flow of time and events in a system accurately. Unlike continuous simulations, where variables change continuously over time, discrete-event simulations focus on events that occur at specific points in time. These events trigger state changes in the system, making SimPy particularly suited for modeling processes involving discrete, often unpredictable events.

**Some key features of SimPy include:**

1. **Processes:** In SimPy, entities in the simulation are represented as processes. These processes can be anything from people in a queue, vehicles in a traffic network, or tasks in a computer system. You can define processes with Python generator functions, making it easy to model complex, asynchronous behaviors.
2. **Events:** Events are the core of SimPy’s modeling approach. Events can be scheduled to occur at specific times or after specific conditions are met. You can create event chains and manage the flow of time in your simulation by scheduling events to trigger changes in the system.
3. **Resources:** In many simulations, resources are limited and need to be shared among different entities. SimPy provides a resource class that allows you to model resource allocation and contention. This is invaluable for modeling scenarios like the allocation of servers in a data center or machines in a factory.
4. **Statistics and Data Collection:** SimPy offers a range of tools for collecting data during the simulation. This includes monitoring events, tracking the time entities spend in various states, and recording other relevant information. These statistics are crucial for analyzing and understanding system behavior.
5. **Integration:** SimPy is highly compatible with other Python libraries and tools. You can use it in conjunction with data analysis libraries like NumPy and Pandas to analyze simulation results and make data-driven decisions.

**SymPy — Installation**

SymPy has one important prerequisite library named **mpmath**. It is a Python library for real and complex floating-point arithmetic with arbitrary precision. However, Python’s package installer PIP installs it automatically when SymPy is installed as follows −

pip install sympy

import sympy  
sympy.\_\_version\_\_  
  
Output:  
'1.12'

**SymPy — Symbolic Computation**

Symbolic computation pertains to the creation of algorithms designed to manipulate mathematical expressions and various mathematical entities. It merges the realms of mathematics and computer science to resolve mathematical expressions by employing mathematical symbols. A Computer Algebra System (CAS), like SymPy, precisely assesses algebraic expressions by utilizing the very symbols employed in conventional manual techniques. To illustrate, consider the computation of the square root of a number through Python’s math module, as demonstrated below −

import math   
print (math.sqrt(25), math.sqrt(7))  
  
Output:  
5.0 2.6457513110645907

You may observe that the approximate calculation of the square root of 7 is presented here. However, in SymPy, square roots of numbers that lack perfect square roots remain uncomputed by default, as demonstrated below:

import sympy   
print (sympy.sqrt(7))  
  
Output:  
sqrt(7)

It is possible to simplify and show result of expression symbolically with the code snippet below −

import math  
print (math.sqrt(12))  
  
Output:  
3.4641016151377544

You need to use the below code snippet to execute the same using sympy −

print (sympy.sqrt(12))  
  
Output:  
2\*sqrt(3)

When executed in a Jupyter notebook, SymPy code utilizes the MathJax library to display mathematical symbols in LaTeX format. This is demonstrated in the following code excerpt:

from sympy import \*   
x=Symbol ('x')   
expr = integrate(x\*\*x, x)   
expr
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On executing the above command in python shell, following output will be generated −

Integral(x\*\*x, x)

Which is equivalent to
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The square root of a non-perfect square can be represented by Latex as follows using traditional symbol −

from sympy import \*   
x=7   
sqrt(x)

The output for the above code snippet is as follows −
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A symbolic computation system like SymPy performs a wide array of symbolic calculations, including operations like finding derivatives, integrals, and limits, solving equations, and working with matrices. The SymPy package encompasses various modules that enable symbolic operations in areas such as plotting, rendering (e.g., in LATEX format), physics, statistics, combinatorics, number theory, geometry, logic, and more.

**SymPy — Numbers**

The core module in SymPy package contains Number class which represents atomic numbers. This class has two subclasses: Float and Rational class. Rational class is further extended by Integer class.

Float class represents a floating point number of arbitrary precision.

from sympy import Float   
Float(6.32)  
  
Output:  
6.32

SymPy can convert an integer or a string to float.

Float(10)  
  
Output:  
10.0

Float('1.33E5')# scientific notation  
  
Output:  
133000.0

While converting to float, it is also possible to specify number of digits for precision as given below −

Float(1.33333,2)  
  
Output:  
1.3

A representation of a number (p/q) is represented as object of Rational class with q being a non-zero number.

Rational(3/4)  
  
Output:  
3  
-  
4  
​

If a floating point number is passed to Rational() constructor, it returns underlying value of its binary representation

Rational(0.2)
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For simpler representation, specify denominator limitation.

Rational(0.2).limit\_denominator(100)  
  
Output:  
1  
-  
5

When you provide a string as an argument to the Rational() constructor, it yields a rational number with unlimited precision.

Rational("3.65")  
  
Output:  
73  
--  
20

A rational object can also be created when two numerical parameters are provided, and its attributes include the numerator and denominator components.

a=Rational(3,5)   
print (a)   
print ("numerator:{}, denominator:{}".format(a.p, a.q))  
  
Output:  
3/5  
  
numerator:3, denominator:5

SymPy introduces a RealNumber class, functioning as a synonym for Float. Additionally, SymPy establishes singleton classes for Zero and One, which can be accessed using S.Zero and S.One, respectively, as demonstrated below.

S.Zero  
  
Output:  
0

Other predefined Singleton number objects are Half, NaN, Infinity and ImaginaryUnit

from sympy import S   
print (S.Half)  
  
Output:  
1/2

Infinity is available as oo symbol object or S.Infinity

from sympy import oo   
oo

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJUAAABsCAYAAABjP/CeAAAACXBIWXMAAAsTAAALEwEAmpwYAAAFO0lEQVR4nO3aMWgbZxjG8UfFQ4YOV1DhAh18JYMVCPhEBstkiUoWgYdcyFCbTK6HcHGHuJmSUcngKikEt4E0SSElHlzkocUupNgdAvYQkAopSaFgdShcwQF5KCjgwNNBimPJim05bx37/PxAy+m+8x3+85306RIkCRFD773rE5D4UVRiTlGJOUUl5hSVmFNUYk5RiTlFJeYUlZhTVGJOUYk5RSXmFJWYU1RiTlGJOUUl5hSVmFNUYk5RiTlFJeYUlZhTVGJOUYk5RSXmFJWYU1RiTlGJOUUl5hSVmFNUYk5RiTlFJeYUlZhTVGJOUYk5RSXmFJWYU1RiTlGJOUUl5hSVmFNUYk5RiTlFJeYUlZhTVGJOUYk5RSXmFJWYU1RiTlGJOUUl5hSVmItvVC//Qfm7qxjKHcXhRAKJRAKJDz9GOnsGF76cRPl5h8d78Qzzt65iKJdG2vsAiUQCh1NpfBJ8hqs/VP6XS9i3GEflCQ72OgSwyctlduQOS6tbHazKhfFB+snmsanjPv3jKbqNbc6JMc4s78bF7X3xi2q1xMKpelBOt8/cuZDhaMjwXI4pt01cbo75xWr7Y9VKLAy4jX0den2DzE+XWK2t/3sRS/dCZpIgeoZZjHblKve0mEW1xDtn3fosNFrkUusstBpxbjxgqjWspM/wx5awlhd4uREnkj4Hxxf4hvTqygVmk6BzqsCnxle138Qqqur9QTpwmbtR2ny/2bH6zNIUVpaFJ40d1s12SPoMp7Y3/VSnhunBYXD7YE9XMYqqxHxffabY+nMSWZ0ON85YPSFnquTcpdTaZ6etAm22xIkBEH15djIqbuIT1cMxenA5PLXpTapJaTxLpyUsp9dvxObQHy1ufstrI/omIJBh/nGHA2MkNksKi4/mUUn2I5Nxtj3Gv1TE3fOppm0rv5XxDIDTG6JwI8D2j1bnZtLIYBELiwd3mSEmUa2g8lcZONaP/o86GecguHkXl/s2vpO7+AWyXTs4ld4U0gAqkaLa5yJEfwPoAg51OrQrg/ytArLJ5s2T165gduUtzujfFzsfvM/FJKpDQBeAl8CO/pW9Y8iPNN8G8cfXGPp8Eh13tfICVQCH3+8479iISVQevCMAfq3g2U6G/34dV77dOHLl+xBnvurwiI9LWISDlHd0J2cSCzGJCug/FgCYxcIvHQ58Wcb1i3nMPweQ9OH3rH9zBfMXz+DCT9ufr2Z/nkYFKaR9t8MTiZF3/fXTTGWCOYDe6AxrW+/dUGXxfPOaVO3hWJsV93ULo5tZfsDBJOic0DpVTFRZPO91sEZUY+naq3Wq5jWpdutX6Al4Z7OwVkucOO0RcBncXnr7y9nHYhQVyeUih4+8Xhl/o9WIM5cyr4P6dGLDKnzbsJIZhlNtgonmWDhbn/G2u6IfZ/GKiut+13NzvDz9tPlWWIu4cC9ktttZu+X5Iw82/vDcsHR/uOWRl8aqe3eGwUj96Yfh0xl6yVfbAxbKu3GVe1vsoiLJ6qMCg55Xs4tH/7hPv9drmnmc7izDyadbf/6KZpgf8DfOWi0v92TI4p+7cXV7XyyjIknWIs7dDBmc9NdmErfHZ/Z0yMJkiVGHt6jakyILowGz6x/M624cr3VGPOASJLkrXzPlwIjNOpXsHYpKzCkqMaeoxJyiEnOKSswpKjGnqMScohJzikrMKSoxp6jEnKISc4pKzCkqMaeoxJyiEnOKSswpKjGnqMScohJzikrMKSoxp6jEnKISc4pKzCkqMaeoxJyiEnOKSswpKjGnqMScohJzikrM/QcbOk51kaQUuQAAAABJRU5ErkJggg==)

ImaginaryUnit number can be imported as I symbol or accessed as S.ImaginaryUnit and represents square root of -1

from sympy import I   
I  
  
Output:  
i

from sympy import sqrt   
i=sqrt(-1)   
i\*i  
  
Output:  
When you execute the above code snippet, you get the following output −  
  
-1

**SymPy — Symbols**

The Symbol class holds utmost significance within the symPy library. As previously indicated, symbolical calculations revolve around the use of symbols. SymPy variables are essentially instances of the Symbols class.

When you employ the Symbol() function, its argument should be a character string that represents a symbol that can be allocated to a variable.

from sympy import Symbol  
  
a = Symbol('a')  
b = Symbol('b')  
expression = a\*\*3 + b\*\*2  
expression
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s=Symbol('side')   
s\*\*3
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SymPy provides a convenient Symbols() function, which enables the simultaneous declaration of multiple symbolic variables. These variable names are specified within a string, separated by either commas or spaces.

from sympy import symbols   
x,y,z=symbols("x,y,z")

Within the SymPy library, the abc module encompasses all Latin and Greek alphabets, treating them as symbols. Consequently, this approach provides a convenient alternative to creating Symbol objects individually, thereby streamlining the process.

from sympy.abc import x,y,z

Nevertheless, it’s important to note that certain symbols like C, O, S, I, N, E, and Q have already been predefined. Moreover, the abc module doesn’t include definitions for symbols with multiple letters. In such cases, you should employ the Symbol object as demonstrated earlier. The abc module establishes reserved names that can identify conflicting definitions within the default SymPy namespace. Specifically, clash1 encompasses single-letter symbols, while clash2 encompasses multi-letter symbols that may potentially clash with existing definitions.

from sympy.abc import \_clash1, \_clash2   
\_clash1  
  
Output:  
{'C': C, 'O': O, 'Q': Q, 'N': N, 'I': I, 'E': E, 'S': S}

\_clash2  
  
Output:  
{'beta': beta, 'zeta': zeta, 'gamma': gamma, 'pi': pi}

Symbols that are indexed can be created using a syntax reminiscent of the range() function. Ranges are specified using a colon. The type of the range is determined by the character to the right of the colon. If this character is a digit, all the digits to the left of it are considered the starting value (which is nonnegative), and all the digits to the right are treated as one greater than the ending value.

from sympy import symbols   
symbols('a:7')  
  
Output:  
(a0, a1, a2, a3, a4, a5, a6)

symbols('mark(1:5)')  
  
Output:  
(mark1, mark2, mark3, mark4)

**SymPy — Substitution**

One fundamental operation when working with mathematical expressions involves substitution. In SymPy, the subs() function is employed to replace every instance of the first parameter with the second parameter.

from sympy import sin, cos  
from sympy.abc import x, a  
  
expr = sin(x) \* sin(x) + cos(x) \* cos(x)  
expr
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This function proves valuable when we need to assess a specific mathematical expression. For instance, when we aim to determine the results of the given expression by replacing the variable ‘a’ with the value 5.

expr=a\*a+2\*a+5   
expr
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expr.subs(a,5)  
  
Output:  
40

from sympy.abc import x   
from sympy import sin, pi   
expr=sin(x)   
expr1=expr.subs(x,pi)   
expr1  
  
Output:  
0

This function can also serve to substitute one subexpression with another. In the given example, ‘b’ is substituted with ‘a+b’.

from sympy.abc import a,b   
expr=(a+b)\*\*2   
expr1=expr.subs(b,a+b)   
expr1

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH4AAAA9CAYAAABr791KAAAACXBIWXMAAAsTAAALEwEAmpwYAAAI8klEQVR4nO2cfWxT1xmHny6VMjrpVkgzYlIs4caFtmYlwBpkxEcQg0TFhG2EDJHCADEERIOUCAVVFQFtUDo+toEBtURtB4tYDNKUZGVxN2ZPQjEMYsLIzQY4rMWZQLaUyFdrlUiJzv64DgvOdT7sm5Dm3keyFN/z+pw353fOe85777Gf6+joECQwadKkxEsmE4xvPGsHTJ4NzwkhBsx4k4mPOeMNiim8QTGFNyim8AbFFN6gmMIbFFN4g2IKb1BM4Q2KKbxBMYU3KKbw45Uv6thbvJzl83N4aeY8inZVEejUsX5hMv4InxPr1hwVLV3q267QWbHObhO2/KOiqUefJswZPw4J1XsI3PPi8SsAZGZv4cBOB9w7xbHfRXVpwxR+HKL8txuUEMEHkSfX7NnZapkS06WN53WpxURX5uyu5/p6BclieXItGlVnuiS9qEsbpvDjkYxMLFMt/S6E8FwMgKWYDT+0JP3YSNA11CuBY2x+x0u3npVOJL7ysre4Ev8Id+fh31Zy7K6D8o8Pky/p5Is+e0QhYp/uErm5u0RDh141fs34MiIijyIi8ui+aPK1iFgSs5H2U6zxoHAtXCfOybp5KoQQQh/hZbdw2ZeJgzeSm0SCtcK9v0JU7KkQFfvdovbGQ9GlS+PjAN8+MctmE7a+V/5R0TKIectxl7AVukXLUKmZ7Bar8ypEbST+PtYiGuVkQ2pk6CD8feEutIlZOxu0R3nPQ1FTukjMylsndu2pEBV7NgmXQ+2gV1bsE74JEyG6RNN7y4TNZhOz3vUNbtrjE/tybWLZe03JbToaRMWahP5pqBCrT9/Xw9n0hY9d3CZsNpdw39Uu972bK3J31opI/9Hd0Sj2rYjPjuGM/NFCrhHnfPrMICFiomaL+j9tujB0nQ8/WC1s9nXiXFijsKNRHCycJVxb4hGyb8LMekVUNOjjbZqbuyBnP/DC91ZROF2jWPFwrjqK0vZXfHf7XZ/s5MDbxUgAd47h/oOSnhspErpyHs+dyNCGwyKIHARwsiRv6B2YdW0xeb0Bzl8IDijzH99O1R0F+YoHz6W+lx9ZsWO16eNtesLf8uFtA+eKVVi1ytvCtAPdrXXsPel5ere/dAl58T+9fw+k5ca44GajulvPcuCYOgx7qYCCpRD6fS3+hKK8nzfz4MEDjVc9pVoTLAXSEj501U8IO3PeSJJbZlvJzlD/tL9kJzNZRRMg/4vKMmFAWjyfOcP6hMSc1x3Q6afx5uj6pkUawkcJXJOB15j5WhITqZgzt69zvbGZ+j0J3aHE6Avw1u9oD5zo1SrKVs/j1Zk55MxczOaTAaJf1HHocB3h3tQ91x8F31U1as2RwlRuWExOTg6vvpzDyneS+2qf7gDCBG6Exs7VOGkILxP6F/Day2QPZvaCBctUacBsVz7zxUOcncL8xDmiEDhSxKINZ+n+UTXNLc003z7N3L9sZt73y6j68Cx1n6fuuf70re/gv9TAlK2XaG5u5p+N5VgullG024vmLsZmxQHI/24bQ19VUhe+VyHSCbwoMeK7x71B3B94AXC8/SvKZz9dLJ8soeRMEOvWM5wpiS8RGQ5Kd65C6gUmz8Ex6GgbY1qb1GflGQ7KP66mdEE8glmczJ0B0Xo35+9pfC7bShZAZ0x7YIwiqQsf37jx7SmM9O6xfKKSqjawFp2h+meOpwvbz3PohAzksWVHQiT4Kt5BzrlPNobjgeiNICFAWltOqeayJ3NfK5pnZKqD+lEUvXKL4TLmD2mUy2VsPinj2FpN9V4niYmP//QxAr3A0gIKEgr98d2/8w3n8Bprq2LzpvMkC6RdSpgoJSy++M0kFpnkv/8Z7wzRXOBGfH13JC5ZbYTvDrQfD4yp8ErgECW7Atgr66n+iUPDwo/PqwY954IlCYMihHxLgcGyiESmred9z6qkxaFPSqjkANUb7UltpCGb8tMUAM38/WaTOoixMmXK8FweK1IXXpJUYXqHmYu1nqJkQy3Zx//Ir1f2680rlSy+uoS/VebBPZlgJ2iK+zhAYysw2cncZFlEIgMebz5N7FuZZGIZ1GZI2uI+a+TvfSkek53Mn63x2Sd+pt58qqS+xk+Nr+2fhxkyGen0UrbNg+M3f35adCDUGiRzwLTSSBGDTagTK76+eytZ/gt/is7rSF+q9vrMhPw9TO2n6hLg2LiFPC1xH0eIAkyzkzzmjA5phPosrNOBRxHaIbnjnQEObaygbXE5P80IEXosodxupf0rgBiNXpmst+L3/bLtZGeAPCDvVai77AfA4VBHhPeyh+yF5am7rxdTLeoEyEhIWG+ex3MT+G45h3ck6Z0OVXj7tKzR9VGDNIR3MHMGcC9E+DGgdZuyV+bUxhKq7gB3Kimr1qrHyhZ7fG3MyOcHay3UVbfScgvyZwO9Uep2F1ERP3iYlWWHTg8111ax4bhepxLSQCqgIH8v/qt/wqvkqwclonWUlVYRyirmzCelOJKEcuUfMiGgcIbWfmd0SWtz53TmQb2fpiCsf1PD4FYtnjtD1ZKFtd+Az9v/EQf+s4PK9SuRl0q0X2sn663DXN+vsK9gO3VHVrLyiEJ2Zb12+BxzJIoPfYS8fjvbXUUUzujG7w9hffMA9b9cjyPpfWoIykEgj/kLxszZ/5PWs71Yjdg0nOfPKdDVoZ5oifU/rdHTpZ5y6dDnCMf9Ey7hOqHP820hhOiKxE/hfDkc6yZxcKFN2LbVJD2tM5qk93ROKuDHKyWUyw34db53njlZ3W1L/WdMfJdumTzINBoJz6NrQptpUX22vDAM45sNeNsliouKB9zLGBPSHjp33cI1zMMHJn3ERM029RCKfvFmZOhy5q7lhEvYcvcJ37M6SfN148ZBsczuEm6dD1COBH0OW/a0CHehTeSOwlo/4ehpEUdX2ITrxGDHMUcf/b402dMi3GsWiW0XHupW5cQjJhp2LhKrTz9b0YUQQt+fNO3tJtoBFotOm6+JxjjqH/O3bA2K+W1Zg2IKb1BM4Q2KKbxBMYU3KKbwBsUU3qCYwhsUU3iDYgpvUEzhDYopvEExhTcopvAG5X9W1i+J0BpCYgAAAABJRU5ErkJggg==)

**SymPy — sympify() function**

The sympify() function serves the purpose of transforming any arbitrary expression into a format that is compatible with SymPy, allowing it to be employed as a SymPy expression. It has the capability to convert regular Python objects like integers into their SymPy counterparts. Furthermore, even objects like strings that represent numbers or mathematical expressions can also undergo conversion into SymPy expressions.

from sympy import sympify  
expr="x\*\*2+3\*x+2"   
expr1=sympify(expr)   
expr1   
expr1.subs(x,2)  
  
Output:  
12

You can transform any Python object into a SymPy object, but it’s important to note that this conversion relies on the use of the eval() function internally. Therefore, caution must be exercised to ensure that the input expressions are properly sanitized. Failing to do so may result in the raising of a SympifyError.

sympify("x\*\*\*2")

SympifyError occurs when attempting to perform a sympification of the expression ‘x\*\*\*2’ fails due to an exception being raised.

The sympify() function accepts the following parameters: \* strict: By default, it is set to False. When set to True, it only allows conversion for types with explicitly defined conversions. Otherwise, it raises a SympifyError when an undefined conversion is encountered. \* evaluate: When set to False, arithmetic operations and operators are transformed into their SymPy equivalents without actually evaluating the expression.

sympify("10/5+4/2")  
  
Output:  
4

sympify("10/5+4/2", evaluate=False)
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**SymPy — evalf() function**

This function is designed to calculate a specified numerical expression with precision extending up to 100 decimal places. Additionally, it accepts a ‘subs’ parameter, which should be a dictionary containing numerical values assigned to symbolic variables. Take the following expression into consideration.

from sympy.abc import r   
expr=pi\*r\*\*2   
expr
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To compute the expression above using the evalf() function and replacing ‘r’ with the value 5.

expr.evalf(subs={r:5})  
  
Output:  
78.5398163397448

The default floating-point precision is set to 15 decimal places, but this can be altered by specifying a precision value of up to 100. In this particular case, the given expression is calculated with a precision of 20 decimal places.

expr=a/b   
expr.evalf(20, subs={a:100, b:3})  
  
Output:  
33.333333333333333333

**SymPy — Lambdify() function**

The lambdify function serves as a means to transform SymPy expressions into Python functions. In situations where you need to compute an expression across a broad spectrum of values, using the evalf() function may not be the most efficient approach. Lambdify functions in a manner akin to lambda functions, with the added capability of mapping SymPy symbols to the corresponding symbols in a specified numerical library, typically NumPy. By default, lambdify utilizes the math standard library for its implementations.

expr=1/sin(x)   
f=lambdify(x, expr)   
f(3.14)  
  
Output:  
627.8831939138764

When dealing with expressions that involve multiple variables, you should note that when using the lambdify() function, the initial argument should be a list comprising these variables, and this should be followed by the expression you intend to compute.

expr=a\*\*2+b\*\*2   
f=lambdify([a,b],expr)   
f(2,3)  
  
Output:  
13

Nonetheless, in order to harness the numerical capabilities of the numpy library as a computational backend, we must specify it as a parameter for the lambdify() function.

f=lambdify([a,b],expr, "numpy")

We use two numpy arrays for two arguments a and b in the above function. The execution time is considerably fast in case of numpy arrays.

import numpy   
l1=numpy.arange(1,6)   
l2=numpy.arange(6,11)   
f(l1,l2)  
  
Output:  
array([ 37, 53, 73, 97, 125], dtype=int32)

**SymPy — Logical Expressions**

Boolean functions are created in the sympy.basic.booleanarg module. You can construct Boolean statements using the standard Python operators like & (And), | (Or), and ~ (Not), as well as >> and <<. These Boolean expressions are built on top of the Basic class, which is defined in SymPy’s core module.

Now, let’s discuss the **BooleanTrue function**. This function serves as the counterpart of the True value in regular Python. When you call it, it returns a unique instance that can be accessed through S.true.

For instance, consider the following code:

from sympy import \*  
x = sympify(true)  
x, S.true  
  
Output:  
(True, True)

In this code, we create a variable x and assign it the value of S.true, demonstrating the use of BooleanTrue in SymPy.

The **“BooleanFalse” function** serves as an equivalent representation of the Boolean False value in Python within the SymPy library. To access this functionality, you can utilize the symbol “S.false.”

Here’s an example of how to use it:

from sympy import \*   
x = sy.symbols('false') # Creating a symbol using S.false  
x, S.false  
  
Output:  
(False, False)

In this code, we’ve created a symbol “x” using the S.false functionality, which represents the Boolean False value.

**AND Function**

The logical AND function operates by assessing its two input values and yields a result of False should either of them be False. This function effectively mimics the behavior of the “&” operator.

Here’s an example using the SymPy library in Python:

from sympy import symbols  
from sympy.logic.boolalg import And  
  
x, y = symbols('x y')  
x = True  
y = True  
  
result = And(x, y)  
symbolic\_result = x & y  
  
# The 'result' and 'symbolic\_result' variables both hold the value 'True'.  
  
Output:  
(True, True)

In this example, the logical AND operation is carried out both with the And function and the symbolic "&" operator, yielding a value of True because both 'x' and 'y' are set to True.

y=False   
And(x,y), x"&"y  
  
Output:  
(False, False)

**Or function**

This function takes two Boolean values as input and yields a True result if at least one of them is True. The ‘|’ operator conveniently replicates its functionality.

from sympy import \*  
from sympy.logic.boolalg import Or  
x, y = symbols('x y')  
x = True  
y = False  
Or(x, y), x | y  
  
Output:  
(True, True)

x=False   
y=False   
Or(x,y), x|y  
  
Output:  
(False, False)

**Not Function**

The Logical Not function, when applied to a Boolean argument, produces the opposite of the input value. In other words, it yields True if the argument is initially False, and False if the argument is initially True. This negation operation can also be achieved using the ~ operator, which performs the same logical inversion. An illustrative example is provided below:

from sympy import \*   
from sympy.logic.boolalg import Or, And, Not   
x, y = symbols('x y')   
x = True   
y = False   
Not(x), Not(y)  
  
Output:  
(False, True)

In this code snippet, Not(x) returns False because x is initially True, and Not(y) returns True as y is initially False.

Not(And(x,y)), Not(Or(x,y))  
  
Output:  
(True, False)

**Xor Function**

The Logical XOR (exclusive OR) function yields a True result when an odd number of its input arguments are True, with the remainder being False. Conversely, it produces a False result when an even number of the input arguments are True, and the remaining ones are False. The same behavior can be observed when using the ^ operator.

from sympy import \*   
from sympy.logic.boolalg import Xor   
x,y=symbols('x y')   
x=True   
y=False  
  
Xor(x,y), x^y  
  
Output:  
(True, True)

a,b,c,d,e=symbols('a b c d e')   
a,b,c,d,e=(True, False, True, True, False)   
Xor(a,b,c,d,e)  
  
Output:  
True

In the previous example, when there are three arguments (an odd number) that are set to True, the Xor operation yields a True result. Conversely, if the count of True arguments is even, the result will be False, as demonstrated below -

a,b,c,d,e=(True, False, False, True, False)   
Xor(a,b,c,d,e)  
  
Output:  
False

**Nand Function**

This function executes the Logical NAND operation, where it assesses its input values and yields a result of True when at least one of them is False, and False only when all of them are True.

from sympy import \*   
from sympy.logic.boolalg import Nand   
a,b,c=symbols('a b c')   
a,b,c=(True, False, True)   
Nand(a,b,c), Nand(a,c)  
  
Output:  
(True, False)

**Nor Function**

This function carries out the Logical NOR operation, wherein it assesses its inputs and yields a result of False if any of them are True, and True if all of them are, in fact, False.

from sympy import \*   
from sympy.logic.boolalg import Nor   
a,b,c=symbols('a b c')   
a,b,c=(True, False, True)   
Nor(a,b,c), Nor(a,c)  
  
Output:  
(False, False)

It’s worth noting that SymPy offers convenient operators like ‘^’ for Xor, ‘~’ for Not, ‘|’ for Or, and ‘&’ for And, but in standard Python usage, these symbols serve as bitwise operators. Consequently, if you apply them to integers, the outcomes will vary.

**Equivalent function**

This function yields an equivalence relation. It will affirm “Equivalent(A, B)” as true exclusively when both A and B are either both true or both false. It provides a true outcome only when all the given arguments are logically equivalent, otherwise, it returns a false result.

from sympy import \*   
from sympy.logic.boolalg import Equivalent   
a,b,c=symbols('a b c')   
a,b,c=(True, False, True)   
Equivalent(a,b), Equivalent(a,c)  
  
Output:  
(False, True)

**ITE function**

This function functions similarly to the conditional “If-Then-Else” statement found in programming languages. When you call ITE(A, B, C), it assesses the truth value of A and then returns the result B if A is true, otherwise it returns the result C. It’s important to note that all of the arguments must be Booleans.

from sympy import \*   
from sympy.logic.boolalg import ITE   
a,b,c=symbols('a b c')   
a,b,c=(True, False, True)   
ITE(a,b,c), ITE(a,c,b)  
  
Output:  
(False, True)

**SymPy — Querying**

The SymPy package incorporates the assumptions module, which offers a set of tools for gathering information about mathematical expressions. This module introduces the ask() function, which serves the purpose of extracting such information.

sympy.assumptions.ask(property)

Following properties provide useful information about an expression −

**algebraic(x)**

For a number to be considered algebraic, it should satisfy a crucial condition: it must serve as a solution to a polynomial equation that has non-zero coefficients and only includes rational numbers. Take √2, for instance, which qualifies as algebraic because it serves as a solution to the equation x² — 2 = 0, where the coefficients are rational numbers.

**complex(x)**

Complex number predicate. It is true if and only if x belongs to the set of complex numbers.

**composite(x)**

The “ask(Q.composite(x))” function yields a true result for a given value ‘x’ only when ‘x’ is a positive integer and possesses at least one positive divisor besides 1 and the number itself, confirming that it is indeed a composite number.

**even, odd**

The ask() returns true of x is in the set of even numbers and set of odd numbers respectively.

**imaginary**

This property represents Imaginary number predicate. It is true if x can be written as a real number multiplied by the imaginary unit I.

**integer**

This property returned by Q.integer(x) returns true of x belong to set of even numbers.

**rational, irrational**

Q.irrational(x) is true if and only if x is any real number that cannot be expressed as a ratio of integers. For example, pi is an irrational number.

**positive, negative**

Predicates to check if number is positive or negative

**zero, nonzero**

Predicates to heck if a number is zero or not

from sympy import \*   
x=Symbol('x')   
x=10   
ask(Q.algebraic(pi))  
False  
  
ask(Q.complex(5-4\*I)), ask( Q.complex(100))  
(True, True)  
  
x,y=symbols("x y")   
x,y=5,10   
ask(Q.composite(x)), ask(Q.composite(y))  
(False, True)  
  
ask(Q.even(x)), ask(Q.even(y))  
(False, True)  
  
x,y= 2\*I, 4+5\*I   
ask(Q.imaginary(x)), ask(Q.imaginary(y))  
(True, False)  
  
x,y=5,10   
ask(Q.even(x)), ask(Q.even(y)), ask(Q.odd(x)), ask(Q.odd(y))  
(False, True, True, False)  
  
x,y=5,-5   
ask(Q.positive(x)), ask(Q.negative(y)), ask(Q.positive(x)), ask(Q.negative(y))  
(True, True, True, True)  
  
ask(Q.rational(pi)), ask(Q.irrational(S(2)/3))  
(False, False)  
  
ask(Q.zero(oo)), ask(Q.nonzero(I))  
(False, False)

**Basics End Here !!!**

Going forward we are going to delve into the depths of use cases and some pretty advanced functionalities. But hey, don’t forget to save this as you’ll need to revisit it couple of times as I had to.

And before we part ways do check out other articles from me and give me a follow!!! Happy Reading.
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